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Abstract. Besides the main blockchain use-case of exchanging cryptocurren-
cies, Distributed Applications (DApps) can also be developed on top of such
a technology. However, due to the size of popular blockchains and price,
testing these DApps in a real-world environment becomes challenging. Thus,
blockchain emulators were proposed to address such as issue. This paper
presents the experience of emulating an Ethereum network using a Docker-
based lightweight testbed developed for Software Defined Networks (SDN).

1. Introduction

Blockchain is a technology based on the concept of distributed ledgers that stores in-
formation in a decentralized and distributed network [Scheid et al. 2021]. It was first
proposed in 2008, as the database and means to solve the double-spending problem
for the Bitcoin cryptocurrency [Nakamoto 2009], and since then, its adoption has ex-
panded to several other areas such as finances, cybersecurity and Internet of Things
(IoT) [Monrat et al. 2019], as well as to other emerging cryptocurrencies, such as
Ethereum [Buterin 2014].

Since the architecture of blockchains is complex, comprising several different
layers (e.g., network layer, data model layer, execution layer and application layer)
[Belotti et al. 2019], it is difficult to create and maintain an actual blockchain environment
for evaluation purposes. Further, the size of blockchains, such as Bitcoin and Ethereum, is
over 400 GB, requiring dedicated hardware [Sanka and Cheung 2021]. Fortunately, it is
possible to resort to blockchain emulation and simulators to avoid such difficulties. Sim-
ulation aims to reproduce a blockchain system model, enabling its evaluation in a param-
eterized way, without the need to implement the entire system [Paulavicius et al. 2021]
whereas emulation aims to replicate the behavior of a system as closely as possi-
ble [Gill et al. 2021].

Thus, in this work, we rely on the Lightweight SDN Testbed
(LST) [Kaihara et al. 2022] to emulate an Ethereum-based blockchain network contain-
ing different nodes. We defined a scenario with one signer creating and attesting blocks
and two regular nodes sending transactions. We show that it is possible to emulate an
Ethereum network in an flexible and reproducible manner while being possible to send
transactions among the nodes and to synchronize the blockchain, enabling a complete
evaluation of the system relying on real-world blockchain software.

The remainder of this paper is organized as follows. Section 2 presents an
overview of LST and the Ethereum blockchain. Section 3 discusses related work on
Ethereum blockchain simulator and emulators available in the literature. Section 4 de-
scribes the scenario for running the experiment, while Section 5 elaborates on its results.
Finally, Section 6 concludes this paper and indicates future work on the topic.



2. Background

This section describes the two main technologies employed in this paper, LST and the
Ethereum blockchain.

2.1. Lightweight SDN Testbed (LST)

LST [Kaihara et al. 2022] is a lightweight and easy-to-use tool for SDN and security stud-
ies. It allows reproducing scenarios in the context of SDN through the virtualization of
physical infrastructures, by taking advantage of Docker containers. Through the virtual-
ization offered by Docker containers, it is possible to achieve a highly configurable and
isolated environment.

The tool relies on the Ryu Controller, a SDN framework for network management
and control applications that supports several protocols, such as OpenFlow. Thus, it al-
lows to perform different actions on the virtual switches e.g., network analysis, changing
network route policies and identifying malicious attacks. Further, as it relies on Docker
containers, such a controller can be replaced and modified in a flexible manner.

2.2. Ethereum

Ethereum was proposed in 2015 as a blockchain able to support the creation of versatile
applications [Buterin 2014]. It offers, within its blockchain ecosystem, a way for develop-
ers to create Decentralized Applications (DApps) using a Turing-complete programming
language. With such a language, developers define immutable blockchain-based smart
contracts that contain specific rules for the enforcement of transactions used by DApps.
Thus, by providing this language, Ethereum became the De Facto standard for DApps.

Unlike Bitcoin, where the blockchain state is defined by Unspent Transaction Out-
put (UTXO) transactions, Ethereum uses account-based states, where each account is de-
fined by a set of fields (e.g., balance), and state transitions are transactions of information
or value between different accounts. Ethereum relies on the Proof-of-Stake (PoS) consen-
sus method, where a node must stake capital (i.e., Ethereum coins - ETH), into a smart
contract. Only nodes with stake in the smart contract can propose and validate blocks;
if the node does not follow a set of rules or propose invalid blocks, its stake is reduced,
decreasing its chance of proposing blocks.

3. Related Work

There are several blockchain simulators available in the literature
[PaulaviCius et al. 2021]. However, in terms of blockchain emulation, there are
few approaches in the literature. Thus, as the focus of this paper is on emulation, we only
describe Ethereum-based emulators.

[Gill et al. 2021] emulates a real Ethereum blockchain by leveraging Container-
net [Peuster et al. 2018], a Mininet fork that allows using Docker containers as hosts. It
also provides network monitoring feature for retrieving statistics trough a Netflow col-
lector, enabling traffic analysis. Although Mininet does support OpenFlow protocol, the
proposed blockchain system emulator does not provide an interface for setting up a SDN
Controller as does LST. Thus, although traffic can be analyzed with Netflow collected
statistics, it is harder to perform any actions on incoming packets in the emulated system.



[Wang et al. 2019] presents an emulator that is highly scalable, but is designed to
support only public blockchains that are based on the Proof-of-Work (PoW) consensus
protocol. In contrast to LST, which uses Docker containers for each node, the proposed
emulator is a Java application; thus, having a less isolated and flexible environment. In
another work, [Polge et al. 2021] only emulates the networking layer of the blockchain,
the remainder of the layers is simulated. Hence, it cannot be considered a full-fledged
blockchain emulator but rather a hybrid emulator.

Based on such a review, it can be seen that, in the literature, one only ap-
proach focuses on using containers to emulate a blockchain network. However, SDN
and lightweight emulation using Docker is not explored in this context. Hence, using
LST as a flexible blockchain emulator with SDN to create a Ethereum network or any
blockchain network presents an interesting opportunity.

4. Scenario

Figure 1 illustrates the blockchain network scenario emulated using LST. The host pro-
vides the required CPU, RAM, Disk for the virtualization of the elements of LST. Two
blockchain nodes and a blockchain signer node are initialized as docker containers, and
later connected to the virtual Switch container, creating the blockchain network topology.
The Switch is connected to a custom Ryu Controller container, that enables us to record
and later inspect the network flows. It also uses the network interface provided by the
host, thus allowing the blockchain emulated system to have Internet connection.
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Figure 1. Emulated Scenario with LST

In this scenario, we have created a private Ethereum blockchain that relies on
the Proof-of-Authority (PoA) consensus protocol, where one or more nodes are assigned
as validators for the entire network. We define one of the participating nodes as the
Ethereum Block Signer. This node contains the genesis file for our private Ethereum



blockchain system, which defines the initial data on the first block in the chain as well
as other configurations (e.g., difficulty, gas limit, initial account balances and minimum
block time in seconds). Then, two other generic blockchain nodes, containing the same
genesis file, are initialized and later connected to the virtual switch.

The virtual switch container is instantiated with a Ryu Controller that saves incom-
ing packets from network into a Packet Capture (PCAP) file. This enables later inspection
of the emulated blockchain system network traffic. It is important to mention that the con-
troller can be customized and exchanged if required; thus, showing that LST can serve as
a testbed for experiments regarding the analysis of traffic in different scenarios.

Once all of the participating nodes are connected to the virtual switch, they are
instantiated using Geth, the official Ethereum client built in Go. After the node discovery
process ends and the nodes are synchronizing with blockchain network, we can then start
sending transactions to the network, check account balances, and inspect network flows
that are recorded through the Ryu Controller.

The following steps were required to perform this experiment: (i) create the docker
containers, and (ii) execute the experiment Python script. In the first step, it is created the
docker images for the nodes, signer and OpenFlow switch. The images for the nodes and
the signer contains the Geth client, and the genesis file for the creation of the Ethereum
blockchain network. It is possible to use the default docker images provided by LST and
install the required software, for example Geth for the Ethereum node. In the second
step, we execute the experiment Python script, which creates the blockchain topology
presented above, performs Ethereum transactions and check the accounts balance.

5. Experiment and Results

This experiment was conducted on a host with an Ubuntu 22.04 LTS operating system,
with 16 GB RAM and an AMD® Ryzen 5 3600 6-core processor. The code to re-
produce the scenario is available at https://github.com/andrei-azevedo/
ERRC23-ETH-LST. Figure 2 demonstrates an example of an emulated Ethereum
blockchain system using LST. In the example, we successfully sent transactions from
a node using the function sendTransaction () thatcalls to a given nodel’s Geth to
send the transaction and check the account balance after the transaction.

lance(eth.accounts[0])
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Figure 2. Sending a transaction and checking account balance in an Ethereum
blockchain network emulated with LST



We can also see that LST is a very flexible tool that allows us to easily set up
new nodes in the blockchain network and submit transactions with different ETH values.
Figure 3 depicts an example of a different topology containing four common nodes (two
more nodes than the original scenario), and randomly sending several transactions with
different ETH values among them (see line 132). This allows us to verify the communi-
cation between several nodes in the network with the signer and verify if all the nodes are
synchronizing with the blockchain. Further, with the use of LST and the experiment de-
fined as a Python script, it can be repeated by other researches to achieve the same result,
fostering reproducible research.
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Figure 3. Sending several transactions from any of the four participating nodes
with different ETH values.

6. Conclusion and Future Work

In this paper, we have demonstrated that it is feasible to emulate an Ethereum blockchain
using Docker containers and SDN with the use of LST, which is a versatile and highly
configurable tool. Thus, allowing us to perform several analyses and actions on the em-
ulated network. By leveraging Docker container technology, the tool creates an isolated
environment that is ideal for testing purposes on blockchain systems without relying on a
testnet, which might require prohibitive hardware resources and human effort for config-
uration of nodes.

Our experiments demonstrated that setting up new nodes and sending transac-
tions with different values in the emulated Ethereum blockchain network using LST is a
straightforward task. In addition, the experiments can repeated with predictable results
by other researchers aiming to test novel blockchain-based approaches and DApps in a
real-world-like blockchain network with minimal effort.

For future work, it could be investigated the use of the SDN controller to identify
Ethereum packets in the network traffic so that cryptojacker traffic is mitigated and to
create smart contract interactions simulations with several real-world Ethereum nodes
and traffic conditions.
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